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1 Introduction

Jackson (Jackson 95) recognises the vital difference between an application’s domain and its code: two different worlds, each with its own language, experts, ways of thinking etc. A finished application forms the intersection between these worlds. The difficult job of the software engineer is to build a bridge between these worlds, at the same time as solving problems in both worlds.

Figure 1 shows four different ways in which this bridge-building has occurred: how developers have moved from an initial domain idea to a finished product. In the first two ways, the problem had to be solved in domain terms first, then this solution was mapped to the world of the implementation platform, and implemented there. The invention of more powerful chips, assemblers, and compilers steadily narrowed the domain-product gap from the right inwards, allowing the final ‘hand-made’ artefacts of the designer to be at a higher and higher level of abstraction. These artefacts could then automatically be transformed into the finished product.

The introduction of modelling languages such as UML changes surprisingly little: the problem must still be solved first in domain terms, with little or no tool support. This solution must then be mapped to the core UML models representing the implementation in code, from which in general a relatively small percentage of the finished code can be automatically generated. The developer must then fill in the method bodies by hand: the largest part of the implementation. Thus
the developer still has to solve the problem twice: once in domain terms (often in his head and on the backs of envelopes), and once in code terms. He still has to perform the mapping from the domain solution to the code solution, now with an extra ‘stepping stone’ of UML — planted firmly near the code side. In fact, in cases where UML models do not provide adequate mappings to code, the developer must now solve the problem three times!

Primarily from industry, there have been moves towards a way of building software that removes this resource-intensive and error-prone mapping and duplicated (or even triplicated) problem solving. The dream is that a developer would be able to develop the solution once only, as a model in domain terms, from which the finished product could be automatically generated. Such an approach has already been seen to work dramatically effectively in a limited range of situations (notably embedded systems based on state machines).

However, the gap between a model in domain terms and the necessary finished product code has generally been too wide for automatic generation. Similarly, the work involved in creating the infrastructure necessary to enable domain-specific modelling and generation has been significant, reducing the number of situations in which this approach is applicable.

In this paper we look at how the benefits of this domain modelling approach can be achieved for a far wider range of applications, by bringing together results from several research areas. In particular we find that metaCASE technology significantly reduces the workload in the hardest parts of the work. As a demonstration of the possibilities of this approach, we look at how Nokia uses the MetaEdit+ metaCASE tool to build its mobile phones, and the benefits they gained from it.

2 Converging research areas

All of the research areas below are large; each has its own substantial body of literature and experience. In an article like this, we can do no more than scratch the surface of each.

2.1 Methods and CASE

Empirical studies (Necco 87, Fitzgerald 95) have consistently shown that only around half of all development projects use methods. Among those using methods, over 50% either modify the methods to better fit to their need or even develop their own methods (Russo 95, Hardy 95).

In a standard CASE tool, the method supported by the tool is fixed: it cannot be changed. In a metaCASE tool, there is complete freedom to change the method, or even develop an entirely new method. Both models and metamodels (method descriptions) are stored as first-class elements in the repository. This allows an organisation to develop a method that suits their situation and needs, and to store and disseminate that knowledge to all developers. The tool and method then guide developers, provide a common framework for them to work in, and integrate the work of the whole team.

Research prototypes and even commercial metaCASE tools have existed for many years, but only recently have there been tools which are mature, user-friendly and stable for both the method developer and the method user. One of the most widely known and used metaCASE tools (Isazadeh97, Alderson 99) is MetaEdit+ (Kelly 1996), which was used in the case study below.
2.2 Visual programming languages

A large body of research (see e.g. Burnett 99) exists for various visual languages that either map to existing textual languages, or else allow execution together with their own interpreters or compilers. Space does not allow further elaboration here: suffice it to say that there are many proven and useful ways of using visual models to represent executable programs, for a wide variety of applications.

2.3 Domain-specific modelling

In a domain-specific method, the models are made up of elements representing things that are part of the domain world, not the code world. In spite of — and in parallel with — the trend towards standardised code-world methods such as UML, a global survey (Seppänen 96) found that the direction in many companies is away from ‘universal’ methods and towards domain-specific methods implemented with metaCASE technology.

A particularly fertile area for domain-specific modelling is families of products, where there is a large amount of code shared between several products. Even using simple text-based modelling tools, experiences at Lucent (Weiss 99) show that domain-based modelling for product line configuration can be economically viable if there are more than 2-4 product lines (or variants).

2.4 Code generation

Standard CASE tools and methods can generate a small percentage of operational code, and a large percentage of data description code. Real gains — (near-) 100% generation, are generally based on some form of state charts (Harel 87). Harel’s early work on these progressed to code generation in the Statemate and Rhapsody (Harel 97) tools. Other products such as ObjectTime (Selic 94) (now Rose/RT) claim even better results, backed up by independent reports (IDC 99).

The main effort in modern research on such state-based generation is towards code that performs well in terms of time and memory usage (e.g. Burst 98). Such a trend is necessary in embedded software, but less so for other kinds of software.

2.5 Components

A natural progression from earlier research in modularization, abstract data types, object orientation and reuse, components form one of the ‘hot topics’ of today. By enabling programmers to work at a higher level of abstraction, and by leveraging previous successful programming effectively, components promise much. The main cloud on the horizon is how to help the developer find components, indeed even know that there might be one that does something he wants.

3 How can metaCASE bring these together?

To get to a situation of domain modelling followed by full automatic code generation, we must provide three things: a modelling tool with a domain-specific method, a code generator, and a domain-specific component library. For any realistic chance of being able to achieve these, we need an expert: a good developer who has already developed several products in this domain, developed the architecture behind the product, or has been responsible for forming the component library for
the product. Figure 2 shows these three elements that must be made by the expert, along with how they will be used by the normal user.

**Figure 2. Leveraging experts to enable others**

### 3.1 Assembling the component library

Starting on the right, the component library is not always necessary, but it makes the task of code generation development significantly easier. Often, code components already exist from earlier development cycles, at least in the form of reusable pieces of code. Further developing these pieces of code into true components is a relatively easy task for the expert, requiring only the normal developer programming tools.

In addition to components developed in-house, the library can of course contain third-party components. Whilst the component library here is thus nothing new, the fact that it will be intrinsically part of the development process ensures that the components there will actually be used.

### 3.2 Developing the domain metamodel

A harder task is the development of the domain metamodel; the concepts and notation the end user will build his model with. The experience and intuition of the expert, combined with hints from the component library, domain rules and architects are the real sources of clues. The expert should also consider the issue of code generation, which will be his next task: a good mapping from the domain metamodel to combinations of components will make that much easier. Metamodelling languages can be applied here to describe both the domain rules and their mappings (e.g. Hillegersberg et al. 1998). Use of metamodelling languages, such as GOPRR (Kelly et al. 1996), is reported by several

In the creation of a domain metamodel, the support offered by the metaCASE tool is vital. A metaCASE tool that allows rapid prototyping is practically a necessity: the expert can then make a part of the metamodel as a prototype, and instantly test it by making an example model. Similarly, the more the metaCASE tool can automatically make of the finished CASE environment, the better: the expert can then concentrate on the hard problem of developing the method, and the CASE tool implementation of it, with all its menus, toolbars, icons and behaviour, is instantly and automatically available.

With a good metaCASE environment, then, the main work is in establishing the content and structure of the method: the metaCASE environment makes creation of tool support for the method a simple task, of the order of a day or two.

3.3 Developing the code generator
The code generation definition forms the final task, conceptually if not chronologically: in practice there will be a large degree of parallelism and incrementality between all three tasks. In this phase the expert specifies how code using the components can be automatically generated from the structures in the users’ models. The metaCASE tool should provide the necessary functionality for creating such generation scripts, and should guide the expert where possible by allowing him to reference and use the concepts in the metamodel.

Of all the phases, code generation probably varies the most between domains. In some domains it will be possible to produce a large fraction of code with a relatively simple code generation scripting language, such as is already provided in metaCASE tools. In other domains, it may be necessary to use a more powerful language to operate on data exported from the CASE tool. The most important goal is that the end user should be able to use the code generation simply: the cost of developing the code generation is then defrayed over many users.

4 Case study: Nokia Mobile Phones
As with any case study where significant benefits have achieved, reporting them in an academic way faces two difficulties: the danger of sounding triumphant or overly commercial when providing evidence from case study participants, and the problem of providing enough detail without revealing trade secrets. Hopefully the reader still finds this section useful, and can overlook the areas where we have fallen foul of these difficulties.

4.1 Application domain
Mobile phones and mobile computing is one of the fastest growing markets today. There are roughly 500 million mobile phone users world-wide, and the 1 billion mark is expected to be broken in 2002 (Nokia 1999) (compared to an estimate of 2005 one year earlier). New innovations and phone features, such as Internet capabilities and WAP, are changing the way people communicate and make business. At the same time the software inside the mobile phone has become the most critical part from the consumer’s point of view: it determines the winners.
For the manufacturers, time to market and quality are critical: innovative features and problem-free operation guarantee the publicity and good reviews, which lead to top sales figures. In this environment, where releasing a product a month before a competitor translates to millions of dollars, the productivity of the development process and tools is vital.

4.2 Objectives for development tools

To compete more effectively, NMP was looking for development tools that would improve the productivity of development teams by an order of magnitude. These improvements were to be achieved by applying the following strategies:

- Working at higher abstraction levels so that designers don’t have to know everything. They can focus on designs rather than on how to implement it in code.
- Encapsulate domain knowledge so that only the relevant part of mobile phone software is captured. This lets development teams focus on the characteristics of the needed functionality. The domain knowledge contained in the method also makes for an easier, faster learning curve for new employees or transferred personnel.
- Link designs to code generators so that designers are effectively ‘writing code’ as they design (but they don’t realise it immediately!).
- Underpin the development process with a tool effective enough that no one will want to develop outside the tool.

4.3 The tool search

In the beginning, a team in NMP’s Advanced Development Group evaluated prominent CASE tools. The result of the tool evaluation was a disappointment. The tools examined were found to be inflexible in terms of method extensions, code generators and process support. Most available tools support published methods that were not domain-oriented. They allow the description of almost any application, but only by often clumsy mappings from the application domain to the tool’s own concepts, losing vital understanding of the domain in the process. “UML and other methods say nothing about mobile phones. We were looking for more”, said David Narraway, Project Manager at NMP. Further, existing methods assumed ‘clean-sheet’ implementations, whereas the majority of NMP projects built on existing previous work.

Most importantly, NMP realised that there was a need for tools that fitted the domain, rather than for tools which required the domain and organisation to change. A team in the Advanced Development Group of NMP had already developed a phone architecture, components and code generators to partly automate creation of mobile phone user-interfaces. A graphical design tool was needed to obtain the full advantage from these other tools. Hence, they decided to undertake the development of their own CASE solution.

Quite early on, NMP chose a metaCASE approach. There was a strong need for method flexibility — as the domain evolves, so should the method — and for applying the new development objectives quickly. Among a number of metaCASE tools evaluated, MetaEdit+ was selected: “It was the most flexible, allowed us to define our own design syntax quickly, and test
ideas quickly while developing the method,” summarised David Narraway. Report generation capabilities and links to code generation were also highly valued.

### 4.4 Application of metaCASE technology

As in many other development projects, existing previous work was available in the form of software components. At NMP, previous research collaboration had also produced an in-house tool prototype, which would later form part of the code generation.

The main work of developing the method was carried out by Software Technologist Jyrki Okkonen. Initial prototypes of the method were quickly achieved and tested, revealing further possibilities for improvement. From an early stage, actual users began modelling in the method, even as it was still being developed.

The code generation solution adopted in this case was to produce part of the code directly from MetaEdit+, and part by exporting from MetaEdit+ to the code generator mentioned above, which then generated the rest of the code.

### 4.5 Results

By developing and implementing their own domain-specific method with metaCASE technology Nokia has achieved what they were seeking. Indeed, even to this day the flexibility of the metaCASE approach is being used regularly to improve the method, now in use in ten sites by over 100 developers. In many ways this success was achieved through the benefits of the approach per se, rather than any particularly magnificent implementation in MetaEdit+. Of the features of this case that are particular to MetaEdit+, incremental method development and automatic model update were perhaps the most important. Below are some of the main benefits, with quotes from project leader David Narraway.

- **Order of magnitude productivity gains:** “A module that was expected to take 2 weeks even with the new tool now took 1 day from the start of the design to the finished product”

- **Domain-oriented method** allowed developers to concentrate on the required functionality, and shifted the focus from code to design.

- **Results from code generation** more than fulfilled expectations. “In many cases we can generate 100% of the required code. This is a result of innovative method development: domain-oriented metamodels provide the ideal way to link designs to code and to software components.”

- **Documentation** was improved. Documentation reports implemented in MetaEdit+ followed NMP’s standards, and are used for review meetings as well as product description. Automated document generation naturally saved time and improved consistency and standard compliance.

- **Training time** was reduced significantly. Because the method fitted the domain, the developers found it easy to adopt: it already included the concepts and vocabulary they were familiar with. Similarly new employees only needed training in the domain, not coding: “Earlier it took 6 months for a new worker to become productive. Now it takes 2 weeks”
5 Conclusion

Domain-specific visual modelling languages represent a powerful way to leverage the abilities of expert developers to enable other developers in a team. Previously largely only applicable to a small area, recent advances in components and metaCASE technology significantly increase the range of applicability of this approach. In particular, a modern metaCASE environment can markedly reduce the time and effort required to develop a domain-specific method, along with its tool support and code generation.

Industrial application of this approach in a case study shows remarkable improvements in productivity and training time: of the order of a factor of ten times faster, in both cases. The benefits to the industry of such an increase in productivity are clear. Even clearer are the commercial benefits to be gained in areas of fast technological development and short product lifespan, in terms of reduced time to market. In an era of rapid change and fast employee turnover, some of the most important improvements are related to training costs and introduction of new team members.
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