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Abstract
In this paper, we discuss four areas in which next-generation metamodeling tools have the potential for improvement. These include (i) support for multi-domain system modeling, (ii) support for commercial off-the-shelf and homegrown tool integration, (iii) increased code generation and analyses, and (iv) increased model reuse through the use of design patterns as first-class modeling entities.

1. Introduction
Over the last decade, a great deal of focus has gone into investigating and developing metamodeling tools. Such tools provide graphical modeling capabilities for the design of metamodels that in turn define graphical modeling notations. As such, metamodeling tools are domain-specific visual language (DSVL) tools whose modeling domain is DSVLs themselves. In addition, metamodeling tools compile or interpret metamodels to result in design tools for their specified DSVL.

Such derived modeling tools have a number of advantages over traditional modeling tools. Since domain-specific knowledge (represented as metamodels) is separate from generic tool and user-interface knowledge, (i) the creation of graphical modeling tools requires only domain experts and not tool creation experts; (ii) modeling tools can be developed in little time; and (iii) they are highly customizable and flexible. Metamodeling tools have shown great ability to lower the cost of developing DSVL tools. As such, they have been instrumental in increasing the use of DSVLs across diverse domains, and especially in niche domains where small user bases have previously made special-purpose tools prohibitively expensive.

Metamodeling tools not only allow the syntax of a modeling domain to be defined, but also allow semantics to be defined. Doing so increases the usefulness of models, as semantics can automatically be interpreted to support various types of modeling services. Examples of such services include (i) the generation of code and other types of textual artifacts from models, (ii) the plug-in of domain-specific analysis routines, and (iii) the implementation of other domain-specific modeling services (e.g., constraint checking). This functionality has helped to improve both design productivity and product quality.
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2. Next generation metamodeling

Despite these successes, metamodeling tools can be improved in a number of ways. In this position paper, we discuss four areas in which next-generation metamodeling tools have the potential to make significant gains. These are (i) multi-domain system modeling, (ii) commercial off-the-shelf (COTS) and homegrown tool integration, (iii) increased code generation and analyses, and (iv) increased model reuse through the use of design patterns as first-class modeling entities.

A. Multi-domain modeling

The motivation behind DSVLs is the use of languages and modeling notations that are simpler but more expressive, narrower in focus but deeper in expressive power than general-purpose languages. While the ratio of expressive power to linguistic simplicity makes DSVLs promising for describing a single domain deeply, such a narrow focus is not sufficient for the increasingly complex systems being designed today. There are two possible solutions to this problem. Either DSVLs can be made broader in their expressiveness or else complex systems can be described using a number of interacting modeling notations in which some of the concepts from different notations interact. In general, we recommend the latter solution that adheres to the principals of modularity and separation of concerns.

For example, embedded systems can be modeled as (at least) two interacting domain models: one describing hardware and the other describing software. The hardware and software concepts of processors, processes, and threads interact. Embedded system design can further benefit by allowing users to describe additional non-functional aspects such as quality-of-service, middleware, and I/O [1][9] using appropriate modeling notations. As another example, linking concepts from Unified Modeling Language (UML) [3] class diagrams and data flow diagrams [2] provides a mechanism from which more complete code can be generated than either type of modeling notation can easily provide alone.

While a key characteristic of metamodeling tools is that they can be used to quickly develop numerous derived DSVL tools, current metamodeling tools have little or no support for interacting DSVL tools. In order to work with multiple models from different, but interacting domains at one time, it is typically required that a DSVL tool be derived from a single metamodel in which the multiple metamodels of interest are encapsulated. In the embedded system example above, an “embedded” modeling domain could be defined by composing the hardware and software metamodels into a single encompassing “embedded” metamodel and then specifying additional relationships and constraints between the interacting meta-entities. However, this approach discourages metamodel reuse. Instead, we propose that next generation metamodeling tools support the linking together of multiple independent metamodels in a flexible and customizable manner.

The MILAN [1] and SAGE [9] projects have both developed embedded systems design environments built upon metamodeling tools. (MILAN is built upon Vanderbilt’s Generic Modeling Environment (GME) [12] and SAGE is built upon Honeywell’s Domain Modeling Environment (DOME) [4].) While these environments utilize metamodeling technology to link modeling domains, they do so in a non-customizable way. Next generation metamodeling tools should generalize such approaches by providing support for user-definable cross-domain interactions.
One mechanism that has been proposed to provide this support is to create a linkage modeling domain [25]. Linkage models explicitly specify relationships between entities that exist in different metamodels. Essentially, proxies to these meta-entities are instantiated in a linkage model and then various types of relationships (e.g., equivalence, inheritance, composition, etc.) are specified among them. The tool environment can interpret specific types of relationships automatically and users can extend these by defining and implementing new types of relationships. We have implemented such a linkage DSVL using DOME. This DSVL is specified by a stand-alone metamodel. Top-level system models may contain pointers to one or more linkage models. Any cross-domain relationships that are specified are automatically supported across DSVL tools.

B. COTS Tool Integration

While significant, the increase in popularity of metamodeling tools has paled in comparison with that of COTS design tools such as Rational Rose® [23] and MATLAB® and Simulink® [16]. These tools have captured large industrial projects, while metamodeling tools have been primarily relegated to niche domains.

Since most COTS tools contain little or no domain-specific semantics, they often provide only a partial design solution (e.g., incomplete coverage in code generation). The remainder requires additional domain-specific or cross-domain information and semantics. Furthermore, we would argue that each incremental increase in a tool’s usefulness drops its applicability to a certain market segment. Since it is in the vendors’ best interests for their tools to be applicable to the widest possible market, it is unlikely that the remainder will ever be made up. And so, manual effort or at least the development of special-purpose tools is usually required. Another disadvantage of COTS tools is that they can be notoriously difficult to integrate and maintain in an integrated environment [5].

However, while they suffer in comparison with DSVLs in many respects, COTS tools are still useful and they represent major user bases and increasing amounts of legacy models. In fact, the popularity of COTS tools (along with effective marketing) has often led users to downplay the significance of cross-domain interactions. Instead, users often regard COTS tool suites as complete solutions (even though they do not generate complete code). COTS tools are well supported and well tuned to common software design approaches (e.g., OO and data flow). They represent de facto industry standards. They typically support modeling within multiple interacting domains (e.g., UML class diagrams interacting with collaboration and state diagrams), although in rigid and non-customizable ways. They provide useful modeling service functionality as well as automatic code generation and certain types of model analyses.

The conclusion is that metamodeling tools should be able to plug into COTS tools effectively. This integration should be nearly transparent to the user. Metamodeling tools should be able to import (and export) data from (and to) external tools easily, even as file formats evolve.

While the realization of such functionality poses real challenges, recent efforts in tool integration via metamodeling tools [11][14][21] have shown promising results. In [11], a two-step approach is described in which first a syntactic mapping of modeling notations is performed followed by a semantic mapping. The authors argue that such an approach provides a separation of concerns that simplifies the tool integration problem. The authors of
describe efficient model transformation algorithms in support of tool integration. In [21], a high-level model transformation language is described that maps down to XSLT [27]. Here, textual metamodels are specified using XML Document Type Definitions (DTDs) [26]. IBM AlphaWorks’ XSLerator [28] tool can also generate XSLT scripts from mappings that are defined using a visual interface.

In related work, the development of the Meta-object Facility (MOF) [18] and XML Metadata Interchange (XMI) [19] formats provide standards for metamodel specifications. Such standards are crucial for the transparent integration of models between metamodeling tools and should be the base upon which future integration support is built.

C. Increased Code Generation

Code generation within modeling domains has seen a tremendous improvement in recent years. However, in order to generate a complete system, code generation across DSVLs is required. That is, single-domain code generation is typically not sufficient to provide high levels of coverage for the complex applications of today. Instead, increased code generation requires at least interaction, and often cooperation, between different modeling domains and/or tools.

To this point, little general metamodeling support has been developed for cross-domain code generation. The result is that many point solutions have been developed. These typically consist of hand-written, stand-alone programs that read in data from models of different tools (e.g., through a COM interface) and combine and format the data appropriately for output. Such techniques are exceedingly slow and painful to develop, even harder to maintain, extend, or verify, and vulnerable to changes in tool interfaces. As such, cross-domain code generation would benefit from a more flexible and customizable approach. Since cross-domain code generation requires cross-domain modeling support, this remains an open area of research.

D. Model Reuse

Support for reuse is an important feature for any model-based development tool. Metamodeling tools also need to support reuse, and on three distinct levels: (i) metamodel reuse, (ii) model reuse, and (iii) modeling entity reuse. One dimension of metamodel reuse involves being able to customize metamodels while still supporting legacy models. The authors of [13] describe a metamodel-inheritance approach to reuse for this purpose. Another dimension of metamodel reuse is the ability of multiple DSVL tools that are derived from independent metamodels to interact. The importance of this issue has been discussed above. The second level is model reuse [22]. A number of tools, such as MetaEdit+® [17] and GME, provide good support for model reuse. The third level of reuse is model entity reuse. This includes reuse (i) within a single model (i.e., copy-and-paste), (ii) across models, and (iii) across modeling domains. The former two are typically well supported. However, current metamodeling tools do not provide adequate support for reuse of model entities across domains. Support for cross-domain reuse is extremely useful for cross-domain modeling.

The realization of design patterns [7] as first-class graphical modeling entities holds the potential of greatly increasing reuse on the levels of model and modeling entity. However,
the variant and cross-domain nature of design patterns has led to difficulties in modeling and interpreting them in graphical modeling notations. Various approaches to capturing patterns for reuse have been investigated in [6][8][10][15][24]. However, all of these approaches have been tied to a single modeling domain. We believe that widespread use of design patterns as first-class modeling entities requires extensive cross-domain support. This is one of the reasons that new design patterns are typically described both with models and text. When a single notation (usually UML) is insufficient to describe them in adequate detail, text is used to compensate.

We have developed archetypes [20] to support the modeling and reuse of design patterns. Archetypes have mechanisms that specifically address the variant and cross-aspect nature of design patterns. They can have multiple implementations that can cut across modeling domains, portals through which information can flow between modeling domains, and implementation- or archetype-specific operations to accommodate their interpretation from within different domains. Archetypes insulate developers from their implementations and can interact with native modeling entities according to the syntax and semantics of the domain in which they are applied. They support reuse through a user-accessible shelf of previously designed archetypes as well as powerful composition capabilities. For example, archetype implementations can contain archetype instances. In this way, higher-level design patterns can be modeled.

3. Conclusions
We have described four areas in which next generation metamodeling tools can be improved to support the increasing complexity of current systems. The common thread among these is metamodeling support for cross-domain interactions, regardless of whether these occur between DSVLs derived by different metamodels or between derived DSVLs and external tools. It is our opinion that this key enabling technology is an important area for future work.
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