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ABSTRACT
Management of today’s IT is a challenging task that requires a profound understanding of both the IT landscape and the relevant business context. In this regard, enterprise architecture management (EAM) aims at structuring an enterprise by providing purposeful abstractions of both IT and the surrounding action systems and thereby takes into account the relevant business context. For this purpose, it offers graphical modeling languages that provide stakeholders with specific and illustrative views on a company at various organizational levels, such as on value chains, business processes, or IT landscapes. Accordingly, the modeling languages are an essential part of EAM. The development of domain-specific modeling languages (DSML) has gained remarkable attention. They promise to increase the speed and ease of software development, prevent the construction of nonsensical models, improve modeling productivity as well as model quality.

In this paper, we explore to which extent current approaches for EAM utilize domain-specific modeling and how requirements from the very core of EAM are fulfilled by corresponding DSMLs. In this respect, an extensive analysis of modeling requirements in the context of EAM serves to assess existing approaches. Finally, we identify future research topics that should lead to a more sophisticated use of DSMLs for EAM and foster a closer collaboration between both communities.
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1. INTRODUCTION
Today’s IT organizations are confronted with remarkable challenges: They have to deal with the tremendous complexity of present day enterprises and their IT. A complexity that results from the multitude of IT platforms, networks, and information systems as well as their interrelations. At the same time they are expected to efficiently support the business and to drive innovations. Furthermore, aligning the IT to the business demands the participation of various stakeholders from business and IT, such as executives, end-users, and IT experts. Their different backgrounds, perspectives on IT and business, and technical languages result in language barriers. These barriers hamper communication and collaboration between the stakeholders and consequently compromise the efficiency of the IT organization.

To cope with these challenges, methods are required that purposefully reduce the complexity inherent to enterprises – with regard to both business and IT –, facilitate communication among groups of stakeholders, and support IT management as well as the development of large scale information systems. In this respect, approaches from the field of Enterprise Architecture Management (EAM) and Enterprise Modeling (EM) such as TOGAF [26], ArchiMate [27], and MEMO [10], have gained remarkable attention over the last years. They seem to provide a promising foundation for several reasons: (1) They serve to structure an enterprise by providing purposeful abstractions of IT and the surrounding action systems, often arranged on different layers and/or perspectives (cf. Figure 1). (2) They provide stakeholders with specific and illustrative views on a company at various organizational levels, such as on value chains, business processes, or IT landscapes [12]. (3) They usually build upon meta models that include organizational and technical context, such as for goal, business process or organizational structure modeling on the one hand and for modeling the IT organization on the other [11].

Domain specific languages (DSLs) and domain specific modeling languages (DSMLs) primarily originate from the field of software engineering [29]. The reconstruction of a domain and its language as a modeling language (e.g. a meta model) provides users with concepts they are familiar with. Accordingly, a DSML is intended to provide concepts on a higher level of domain-specific semantics. This allows for a consistent, intuitive and semantically rich modeling [17] and at the same time promotes modeling productivity and contributes to model quality as implicit integrity constraints prevent the construction of nonsensical models. At the same time, a DSML will usually include a mapping of their concepts to those of programming languages, thus enabling code generation. As the modeling languages and the generators are build or adapted for their particular application scenario (i.e. their specific domain), they result in higher productivity and quality as well as reduced costs [16, 17].

The modeling concepts and modeling languages used to support EAM bear resemblances to DSMLs (e.g., reconstructions of key concepts of a domain). Some approaches even refer to their modeling languages as DSMs. However, the primary focus of EAM is on documentation and supporting various analysis – especially using high-level abstractions to address upper management. In this respect, it remains unclear, for example, to what extend the created models are
used to generate code or, more general, how the modeling languages used in the context of EAM can be compared to those proposed by the DSML community. Considering the effort that is required to create models of an enterprise and the amount of knowledge they capture as well as the advantages of DSMLs it seems worthwhile to investigate whether DSMLs can be applied more thoroughly to support EAM and the challenges it has to face. Against this background we investigate the current state-of-the-art in using DSMLs for EAM and identify future research topics. The results of our analysis are intended as foundation for discussion with and discursive evaluation by peers and domain experts. Amongst others, the results should foster collaboration between both research communities.

In the next section we present a short introduction to EAM and develop a conceptual framework to assess the different approaches for EAM and the DSMLs they propose. For this purpose, we review current literature to identify requirements from the EAM domain. In Section 3 we discuss related work. Selected approaches are reviewed in Section 4. In Section 5, we identify future research topics. Section 6 presents concluding remarks.

2. EA MANAGEMENT: OBJECTIVES & REQUIREMENTS

Objectives: Current business practice requires an aligned and integrated approach to management of business and IT. Achieving alignment and integration as well as managing change depend on a holistic approach that provides appropriate abstractions for both business and IT [18]. Against this background, introduction and use of an enterprise architecture (EA) have gained remarkable attention from academia and practice. The architecture of an enterprise depicts the “fundamental organization of a system, embodied in its components, their relationships to each other and the environment” [15]. Organizational aspects such as developing an enterprise architecture as well as defining and enforcing standards, rules, and guidelines are part of enterprise architecture management (EAM). As depicted in Figure 1, an EA can be divided into layers that describe different elements of an enterprise (see [31]). To guide the evolution of the enterprise, the as-is state describing the status quo, at least one envisioned to-be state and several intermediary states are modeled. Accordingly, projects, which often affect the enterprise on more than one layer, transform the enterprise and its architecture from the as-is state to the envisioned to-be state (see ∆ in Fig. 1). Although the various approaches for EAM emphasize different management aspects and suggest different modeling approaches for these aspects, they nevertheless agree that it is necessary to provide a holistic view on an enterprise, which accounts for aspects from all layers, ranging from business to IT [6]. Besides documenting an enterprise and guiding its evolution, EAM supports further scenarios, e.g., achieving consolidation and integration after mergers & acquisitions [2].

Requirements: For the purpose of this paper, we divided the requirements into two groups: (i) basic requirements and (ii) requirements that are specific for the modeling languages and their use. The former requirements are summarized in Table 1; the later are discussed below.

Figure 1: Enterprise (Architecture) Evolution (based on [9])

<table>
<thead>
<tr>
<th>ID</th>
<th>Basic Requirement (BR)</th>
</tr>
</thead>
<tbody>
<tr>
<td>BR 1</td>
<td>Manage transformation projects</td>
</tr>
<tr>
<td>BR 2</td>
<td>Support flexible visualizations</td>
</tr>
<tr>
<td>BR 3</td>
<td>Enable cross-disciplinary analyses</td>
</tr>
<tr>
<td>BR 4</td>
<td>Support for architecture governance</td>
</tr>
<tr>
<td>BR 5</td>
<td>Account for different perspectives</td>
</tr>
</tbody>
</table>

The relevance of information systems for an enterprise and their potential for improving its competitiveness is unquestioned. However, the development, introduction, and maintenance of information systems remain a substantial challenge for many firms. At the same time, creating an enterprise architecture, keeping it up to date and promoting accompanying management structures also requires major effort that comes at high costs and implies significant risks.

SR 1 – Model usage: An approach for EAM should foster a widespread use of the models, from development to maintenance and management of information systems. Therefore, it should include concepts at different organizational levels that can also be mapped to implementation-level concepts according to clear transformation rules. Code generators and transformations should facilitate and improve the development of information systems [17]. In this respect, an approach for EAM needs to balance the need for fine grained models that allow for code generation and the effort to create such models (i.e. practicability vs. operationalization).

The problem of aligning business and IT requires an EA to include not only IT related artifacts but also strategies, goals, organizational roles, business processes, and further aspects of an enterprise. In this respect, it is widely accepted to separate an enterprise architecture into different layers according to the fundamental structure of an enterprise [31]. However, for these domains different modeling languages, tools, visualizations, and even different objectives as well as stakeholders exist.

SR 2 – Integration & reuse: The separation into different modeling languages is to a certain degree artificial as it should be possible to merge them into one modeling language using one large meta model. However, one has to account for the situation in practice where the different domains are not approached in an integrated way. It seems not feasible to force an enterprise to start with an all-encompassing approach from scratch. Rather, an approach for EAM should account for already existing tech-
niques (e.g., modeling languages, models, and tools for business processes) as well as foster their integration and reuse at an appropriate level of abstraction [18].

The complexity of today’s organizations, which is among others caused by the large number of information systems and their various relationships, result in extensive architectural descriptions. These descriptions contain elements on different levels of detail to fulfill the diverse needs of the stakeholders. This results in models that might overburden users with too much detail and leads to the challenge to maintain the consistency of the EA.

SR 3 – Adaptable complexity: The complexity of the model editor and corresponding models should be adaptable to the different professional backgrounds and interests of the intended user as well as the to particular application scenario. Accordingly, an approach for EAM should provide language concepts that allow for hiding details such as relations, model elements, and attributes not needed in a particular situation.

On the one hand, the needs and interests of enterprises with regard to enterprise architecture management differ. Neither a fixed starting point nor fixed modeling languages or management structures exist that can be applied without changes to a large variety of enterprise [6]. This results in the requirement to support organization-specific adaptations. On the other hand, organizations are constantly forced to change, for example due to changing markets or technological innovations. Any change that is made in an enterprise has to be aligned with the enterprise architecture. Most changes can be handled on the model level (e.g., by modifying reference models). However, some changes require modifications of the underlying modeling languages. Therefore, existing models and code generators are likely to become invalid. This leads to the two following requirements.

SR 4 – Enterprise-specific adaptations: An approach to EAM should support the safe and convenient adaptation of the modeling language, the management structures, and the tool along with its visualizations, transformations and code generators. Convenient refers to the effort it takes to realize a particular adaptation to organization-specific needs. Safe refers to support for the update of existing artifacts such as models, analysis, and code generators to maintain integrity of the EA.

SR 5 – Meta model evolution: An approach for EAM should support the coordinated and controlled evolution of meta models. Accordingly, corresponding models need to evolve as well (often referred to as “co-evolution”) to remain compliant to the meta model and not become eventually invalid. For this purpose, the approach should account for existing techniques for (meta) model evolution (e.g., [22]).

Development and management of information systems requires particular information about instance, for example of business processes or IT resources (i.e., instance level data). There is a wide range of tools that aim at preparing and presenting these values, e.g., from data warehouse to monitoring and reporting tools. However, they usually do not support users in interpretation and assessment of the presented values. Associating such values with the corresponding conceptual level to add information about the (business) context contributes to a more anticipatory and prudent management. Such an integration of models with corresponding instance information, i.e., the use of models at run-time, fosters a more profound decision-making and a larger variety of analyses than analyzing at instance level only.

SR 6 – Integration with instance data: An approach for EAM should account for the integration of models and modeling tools with systems that manage corresponding instance level data (or integrate a corresponding component). It should be possible to navigate from the instance level to the conceptual level – and vice versa. Moreover, information about instance should be used to enrich code generators and transformations, e.g., to generate access control lists to support IT security management.

3. RELATED WORK
Several reviews of the state-of-the-art in enterprise architecture management have been published. A first analysis by Urbaczewski & Mrdalj [28] focuses on a comparison of EAM frameworks. They propose a method that should guide the selection of an framework based on specific stakeholders needs. However, the analysis as well as the proposed method remain on a high level of abstraction and do not account for modeling aspects. A more elaborate review is presented by Aier et al. [1]. They analyze the state-of-the-art in enterprise architecture management as described in literature as well as carried out in business practice. In this respect, they conduct a literature review and present current practices based on results of an empirical study. The main focus is on management aspects of EAM. However, they assess different approaches for EAM with regard to their modeling languages and their coverage of the different layers and elements of an enterprise (see Fig.1) without going into details. Winter et al. [30] make use of a similar approach. They review existing literature in the context of EAM management to assess the different characteristics and shortcomings of corresponding approaches. Based on these findings, they investigate the state-of-the-art in practice using an online survey. This study is not concerned with modeling aspects or modeling languages. Solely focusing on academic publications in the area of EAM. Mykhashchuk et al. [21] chart the landscape of EAM research in terms of research communities and citations, whereas Luche et al. [19] analyzes challenges and open issues to guide future research. Both reviews remain on a rather superficial level with regard to modeling aspects of EAM and do not discuss modeling languages. An appropriate tool is necessary to create, evolve, and maintain an enterprise architecture. Accordingly, tools are essential for the success and the acceptance of EAM. Matthes et al. [24, 20] analyze and assess commercial tools for EAM along with a brief presentation of typical task such tools should support. As most of the tools allow for adaptations of the meta model and the study aims at an analysis of the market for EAM tools, modeling aspects are not considered in detail.

4. REVIEW OF SELECTED APPROACHES
Based on the requirements analysis from Section 2, this section provides an assessment of selected approaches for EAM.
Table 2: Summary of Assessment

<table>
<thead>
<tr>
<th>Requirement (SRt)</th>
<th>TOGAF</th>
<th>Archimate</th>
<th>MEMO</th>
</tr>
</thead>
<tbody>
<tr>
<td>Model usage (1)</td>
<td>supports primarily management through high level analyses, can be used for more specific scenarios (e.g., in the context of SOA), no code generation</td>
<td>supports different organizational levels through views, no code generation</td>
<td>scope shifted from software development to other scenarios: e.g., support IT-management [14], generate code for security management, uses models as a front end for dashboards [13]</td>
</tr>
<tr>
<td>Integration &amp; reuse (2)</td>
<td>core metamodel can be extended, does not provide any guidance how to integrate existing models</td>
<td>explicitly accounts for integration of other modeling languages – in most cases more detailed or more specific languages</td>
<td>flexible language architecture allows for extensions, well described integration between different modeling languages through shared concepts, comprises meta modeling language</td>
</tr>
<tr>
<td>Adaptable complexity (3)</td>
<td>adaptable complexity supported by flexible, stakeholder-supported via modeling constructs</td>
<td>provides flexible, stakeholder-specific views (viewspoints), not considered directly in modeling language</td>
<td>partially supports decomposition, provides concepts such as information system as an abstraction over hardware and software, flexible visualizations</td>
</tr>
<tr>
<td>Enterprise-specific adaptations (4)</td>
<td>a-priori adaptation of management guidelines (ADM), does not explicitly account for adaptation of modeling aspects</td>
<td>meta model can be customized, allows for extensions</td>
<td>supports method engineering for tailoring of modeling methods, existing meta models rather static</td>
</tr>
<tr>
<td>Meta model evolution (5)</td>
<td>not addressed</td>
<td>not addressed</td>
<td>not addressed</td>
</tr>
<tr>
<td>Instance data (6)</td>
<td>not addressed</td>
<td>not addressed</td>
<td>instance data used to enrich models (models@run-time), not used for code generation</td>
</tr>
</tbody>
</table>

For the framework selection, we included existing reviews [28, 1, 30, 21, 23] and searched for respective publications. We reduced the list as we rather focus on modeling aspects (i.e., specific requirements) such as modeling languages rather than on management aspects. Accordingly, we examine popular approaches for EAM that provide – at least partial – specifications for their modeling languages. We make an exception for the Zachman Framework that is presented due to its historical role.

One of the first frameworks was presented by Zachman [32]. Inspired by an architect’s paradigm and the use of building plans, he wanted to present customers and other stakeholders with comprehensible representations of an information systems architecture. He proposed a two dimensional matrix that distinguishes five modeling layers (scope, business, information systems, technology, and detailed representations) and six dimensions (based on the central questions of what, how, where, who, when, and why), with each cell representing a particular perspective of an organization. Zachman gives a few examples for modeling perspectives but the framework lacks comprehensive language specifications.

TOGAF is one of the most prominent EAM frameworks [26]. It is developed by “The Open Group”, an international consortium that comprises large software vendors and user organizations. An essential component of TOGAF is the Architecture Development Method (ADM). A method, consisting of eight phases, that supports and guides the development and maintenance of enterprise architectures. The content metamodel provides a basic core meta model and a number of extensions to address specific issues in more detail, e.g., process modeling. The changes that are required to use an extension are described briefly. A set of architecture diagrams is part of TOGAF. Moreover, it proposes to distinguish between business, data, application, and technology architectures and is supported by major EAM tools. The focus of TOGAF is on developing an EA management function using ADM, whereas it fosters individual adaptations.

Developed in a Dutch research project and later transferred to The Open Group, ArchiMate supplements TOGAF with a modeling language for EA [18, 27]. ArchiMate differentiates between three layers (Business, Application, and Technology Layer) and three aspects (Passive Structure, Behavior, and Active Structure). To keep the language understandable, it has been explicitly designed to be as small as possible and to include extensions (e.g., to support implementation and migration of architectures). Furthermore, it allows for custom modifications (“profiles”) through adding attributes to concepts and relationships as well as specialization of concepts. Archimate is accompanied by a set of related methods and guidelines. Moreover, it supports the flexible composition of views on the EA (“viewspoints”) and provides a graphical notation.

The method for Multi-Perspective Enterprise Modeling (MEMO) originates primarily from academic research [10, 12]. It is based on a high-level conceptual framework that represents a “ball park view” on an enterprise. In this respect, it is composed of three generic perspectives (strategy, organization, information system) each of which can be further detailed into various aspects (resource, structure, process, goal). To allow for more elaborate analyses, each selected perspective is associated with a set of diagram types, which are realized through DSMLs. All modeling languages (e.g., ITML for IT landscapes, OntoML for business processes) are specified using the MEMO Meta Modeling Language [MML, [11]]. This fosters their integration since they are specified using the same modeling concepts. This consequently leads to integrated models at type level, e.g., integrated IT and business process models. Dedicated graphical notations that corre-
spond to concepts of the particular domains are part of every modeling language. To allow for adaptation of the modeling languages, MEMO provides support for Method Engineering (see, e.g., [3]).

The results of the assessment of EAM frameworks against the modeling-specific requirements are summarized in Table 2. In addition to larger frameworks we also considered smaller contributions. Some authors emphasize the advantages of DSMLs and suggest to enrich existing approaches for EAM accordingly. Chiprianov et al. [7, 8], for example, argue that existing EA modeling approaches are inadequate at the technical level. Therefore, they propose extensions for the telecommunication sector. Silingias & Butleris [25] are concerned with tools for EAM. They argue that the lack of standards for tools based on DSMLs make them unsuitable for EAM. Instead, they propose to use UML profiles to customize UML tools. Although they do not vote against DSMLs in general, their proposal can be questioned – especially with regard to recent surveys (e.g. [20]), which present mature and sophisticated tools. A different perspective is presented by Buckl et al. [5]. They question whether it is feasible to define a meta model (i.e. a modeling language) for EAM that could gain broad acceptance at all. Therefore, they propose an approach to construct an organization-specific “information model” based on patterns [4].

5. CONCLUSIONS & OUTLOOK

This paper investigates to which extent current approaches for EAM utilize domain-specific modeling and how these DSMLs fulfill corresponding modeling requirements. In this respect, our analysis shows that most existing approaches for EAM make only limited use of DSMLs and a number of open issues remain:

- The profound use of an EA for further scenarios (e.g., code generation) requires an analysis of resulting requirements and the development of corresponding solutions – including a modeling tool.
- To foster reuse of existing models as well as modeling methods an integration approach is needed. This requires a flexible language architecture and should be based on a meta modeling approach, for instance, as provided by MEMO [11]. Moreover, the modeling concepts currently provided by frameworks such as TOGAF and Archimate – compared with domain-specific modeling languages as such – remain on a rather generic level (see 2 in Figure 2).
- To allow for code generation, more detailed concepts are necessary.
- To account for different enterprises and their specific needs there is need for flexibility and adaptability. Based on their priorities an approach for EAM should allow for its customization (e.g., modeling language, diagrams) – without loosing its main advantages: The accurate reconstruction of key concepts of a certain domain. This requires corresponding guidelines and expertise.
- The need to provide stakeholder-specific views on an EA is widely accepted and supported by EAM approaches. However, there is a lack of concepts that allow to adapt complexity of the provided modeling concepts (e.g., derive transitive closure of relationships to hide certain elements, provide user-specific abstractions).
- The support for the evolution of modeling languages and their corresponding meta models, which also includes the evolution of corresponding code generators and existing models, is an open issues for both communities.

Existing work on EAM in most cases neither provides solutions nor discusses these challenges in detail. Against this background, it seems promising to foster a closer collaboration between both research communities. Although, we could find only few sources, in which DSMLs (or DSLs) are mentioned explicitly or even considered as an essential part of EAM, the importance of appropriate and comprehensive modeling languages for the success of EAM in general is undisputed. With regard to the terminology, we come to similar conclusions as Schoenherr [23] who, based on a literature review, criticizes the lack of a common terminology in the context of enterprise architecture management. The terms “modeling language”, “domain-specific modeling language”, “domain-specific language”, and “architecture description language” are used inconsistently. In a similar way, the terms “enterprise architecture”, “enterprise architecture management”, “enterprise modeling”, “enterprise engineering”, and “enterprise architecting” are mostly used without clear differentiations. Especially with regard to the lack of a consistent terminology in the DSML community (DSL vs. DSML vs. DSPL, graphical vs. non-graphical modeling, etc.) and to foster a closer collaboration of the DSML and EAM communities, the development of a precise terminology is essential. Due to the nature of this paper, we had to limit the number of approaches and requirements for our analysis. For a more comprehensive review of the state of the art, we will extend the requirements analysis and conduct a more detailed comparison of modeling languages for EAM.
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